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Abstract. We consider the identification of a diffusion parameter in a second order
elliptic equation in two dimensions by interior measurements. The diffusion parameter
is assumed to have discontinuities. For its reconstruction we propose regularization
algorithms with an adaptive grid. The grid is adapted according to a measure of the
smoothness of the regularized solution. For the numerical computation we compare sev-
eral iterative methods such as the minimal error method, the steepest descent method
and an inexact iteratively regularized Gauss-Newton method. The computations show
that these algorithms can effectively identify the discontinuites.

1. Introduction

Our interest lies in the identification of a possibly discontinuous diffusion coefficient 7
defined on a domain Q C R? in the equation

—div(yVu) = f  ujpo =0 (1.1)

where f € L*(Q) is given, and u(z),z €  is measured.

To ensure ellipticity, we assume that positive constants 7;, s exist such that v; <
F(z) < 79 almost everywhere. We want to find that parts of 4 which differ from a
constant background diffusivity which we assume to be 1 without loss of generality.
Hence, our unknown is v with ¥ = 1 + v. In the sequel, we denote the nonlinear
operator that maps v =4 — 1 to the solution of (1.1) by F. The problem we are faced
with is an ill-posed equation

F(y) =u, (1.2)

where u are the given data.

In many cases a standard regularization using Hilbert space norms (see, e.g., [4])
implemented for example by Tikhonov regularization does not give satisfactory results,
since the discontinuites are either smeared out, if regularization is too strong or oscil-
lations occur when the regularization norm is too weak.

In particular for discontinuous solutions the use of the BV-seminorm has been quite
effective for this kind of problems (cf., e.g., [3, 10]).
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However the BV-functional suffers from the drawback that it is not differentiable,
so usually a differentiable approximation to this functional is used. Moreover, BV-
regularization shows the so-called staircase effect [15], i.e., regularized solutions have
the tendency to become piecewise constant.

Our motivation to use an adaptive grid for discontinuous solutions comes from the
work on regularization by curve and surface representations (cf. [7, 8, 9]). Here the
discontinuous functions are regarded as curves or surfaces. Regularization is applied to
their parameterizations. In the discretized case this has the effect that the unknown
v is always defined on a grid, which changes with the iteration and is adapted to the
regularized solution.

In [5, 6] it was shown that in one and two dimensions H!-functions and a suitably
adaptive grid may be used to approximate any BV-function in the sense of weak con-
vergence.

The methods in [7, 8, 9, 13, 14] used a grid which is defined via optimization prob-
lems. Unfortunately, in higher dimensions, these optimization functionals are rather
flat leading to slow convergence. The resulting grid has the property that the mesh
size is small whereever the solution exhibits discontinuities, as expected. So instead
of computing the grid via optimization it seems more efficient to adapt the meshsize
directly to the smoothness of v. This adaption can be implemented efficiently by the
deformation method.

We show that with this moving grid method we can use standard algorithms from
regularization theory in Hilbert spaces and still obtain good results for discontinuous
solutions with a small extra amount of recalculating the grid in each step.

2. Moving grid method

2.1. General algorithm

For a numerical approach to problem (1.2), we have to set up a discrete approximation
to v by, for instance, finite element functions defined on a suitable grid.

In particular, if v has discontinuities, and if the grid is kept fixed a reasonable ap-
proximation of v requires a small meshsize leading to a large number of unknowns.
On the other hand, an adaptive grid allows a better resolution of discontinuites with a
moderate number of variables. Thus, it seems advantageous to combine regularization
with an adaptive grid.

Moreover, by our method we may use a discretization of v that is smoother than y
itself, for example continuous ansatz functions even for discontinuous . Since the grid
will be adaptive to the solution, the gridsize will be small whereever v has jumps, and
this compensates the approximation error at the nonsmooth parts.

In our examples we work with weakly differentiable ansatz functions. The grid will
be made finer, wherever some measure of smoothness indicates a large gradient of ~y
which is regarded as possible lack of differentiablility.

This idea of a moving grid has been used for numerical computations in partial
differential equations, see, e.g., [16]. For instance, in the framework of hyperbolic
equations the development of shock waves and the corresponding lack of smoothness of
the solutions may not be handled efficiently by a fixed grid. In the context of ill-posed



problems, an adaptive grid approach has been successfully applied in [11] to linear
integral equations.

We restrict ourselves to a moving grid, i.e., the adaptive grid is a transformation of a
fixed, uniform one. Therefore, we need a transformation function ¢ which is one-to-one

and onto on 2
o: Q- (2.1)

A sufficient condition for a C'-function ¢ to fulfill these conditions is that
$(0Q) =00 and detD¢p >0 inQ (2.2)

If ¢ is defined on €2 on a fixed uniform grid, then we can find an approximation to v on
an adaptive grid by c¢(¢~'), where ¢ is an appropriate transformation function (again
defined on a uniform grid).

We briefly describe the main ideas of our algorithm: in each step we find an approx-
imation ¢, (¢, ') of the solution, which is obtained by applying regularization to the
equation

F(c(¢,") =u (2.3)

with fixed ¢,. In the next step we compute an error estimator, which measures the
smoothness of ¢,(4,!). Then we calculate a new transformation function ¢, depend-
ing on this error estimation.

Thus, the general steps of the algorithm look as follows:

1. Start with a uniform grid and the identity as transformation function
$o(§) =€ €QC R, n=0.

2. Compute ¢, by regularization of the equation
F(c(¢,") = u,
set Y 1= ca(dy, )
3. If a stopping criteria is satisfied set v = +,, otherwise

4. update the transformation function

¢n+1 = T(¢na cn)a (24)

where T is the method of choice to define the moving grid; go to step 2

A detailed description of steps 2 and 4 is given below.

2.2. Regularization method

Note that in step 2 we apply regularization only to the function ¢ and not to c(¢,*).
This motivation comes from the previous mentioned idea of regularization for surface
representations, where it has been observed that c¢(§) = v(¢(€)) can be chosen in H!
even for functions v being merely in BV.

Using the estimates in [9], it can be shown that F' is a continuous and Fréchet-
differentiable operator from H' to L?. Hence, we may use, e.g., Tikhonov regularization



with the H'-(semi-)norm as regularization term. In this case ¢, is computed by the
minimization problem

Cn = argming g q) J(c, én) (2.5)
J(e,dn) = IF(c(¢n") = usll” + allVellZz(q)- (2.6)

Here us denotes the measured data, possibly contaminated with noise, where ¢ is the
noise level, i.e.
lv — us||L2 < 6.

With fixed ¢, (2.5) is a convergent regularization method for the considered problem

(cf. [4]).

If ¢, satisfies (2.2), then the minimization problem (2.5) can also be written as
- . - _1n
en(d, ') = argming, e [|[F(w) — ull* + al|([Dgn] ™" Vw)(det Do, )2|[12q)  (2.7)

with w = ¢(¢,!). Here and in the following D¢ denotes the Jacobian matrix of ¢.

(2.7) indicates that each regularization step can be seen as usual Tikhonov regular-
ization with a weighted norm that is adapted to the grid.

Note that in (2.7) v, = c,(¢,') is always in H'. This does not contradict our aim
to approximate discontinuous coefficients v ¢ H', since the algorithm does not yield a
uniform bound of ||y, ||z for all n. In fact, only ||([Dén]""V,)(det Dg )2 |22y will
be bounded.

Although our algorithm uses ¢, where det D¢,,(£) > 0 always holds in 2, after some
iterations regions will occur, where det D¢,, is numerically close to 0. These will be the
parts of ~, corresponding to the discontinuites of ~.

If we allowed generalized diffeomorphisms with det D¢,, = 0 on some part of €2y C 2
(i.e., the grid were degenerate in this case), then -y, could have discontinuites that
approximate the discontinuites of the exact unknown . This idea has been exploited
in [7, 8, 9] in one and two dimensions.

Of course, we are not restricted to Tikhonov regularization, any other convergent
regularization method will be appropriate, in fact, for the numerical realization we
prefer iterative regularization methods. We implemented three of them: The minimal
error method, the steepest descent method and an inexact iteratively regularized Gauss-
Newton method.

To describe the ideas we introduce some notation. In step 2 we have to solve (2.3),
where ¢, is kept fixed and c is the unknown. We use Fy (c) := F(c(¢;")), and F} (c)
for the Fréchet derivative with respect to ¢, and Fy, (c)* for its adjoint (in the space
H}).

For exact data the iterate ¢, in step 2 is computed by

cn = lim cpy,
k—00
where ¢, is obtained out of one of the following iteration methods:
The minimal error and the steepest descent method use the iteration

Cnk+1 = Cnk + Ok Sk Sk = —F(;n (an)*(Fq'sn (an) — us) (2.8)
with
[1F, (Cne) — usl|72

[EA
[enlrs

| E, (Cag)sellZz

, for the minimal error method

O =

for the steepest descent method .



Both iteration methods start with an appropriate initial value c,o, which we set
Cn,0 = Tn-1(¢n), cop = 0. These iterations can be seen as Landweber Iteration with an
iteration dependent steplength . Convergence and convergence rates for these two
methods have been investigated in [12]. If the data are exact, i.e. § = 0, then ¢,
converges under suitable conditions on Fy,, to a minimal norm solution of (2.3). In the
noisy case the iteration is stopped according to Morozov’s discrepancy principle, i.e.,
at the first iterate ¢, satisfying

| Fg, (Cny) — us||z2 < 70

with a suitable parameter 7 > 1.
The third iteration method we use is a variant of the iteratively regularized Gauss-
Newton algorithm. For the exact algorithm a new update for ¢, ;41 is defined by the
equation
(B3, () F} (cnk) + okl ) (Cnsr — Cog) =
_Fén(cn,k)*(F% (Cnk) — us) + arCn -

The sequence o4 plays the role of a regularization parameter and can be chosen
as geometrically decaying sequence: ap = oor® with 0 < r < 1. Again Morozov’s
discrepancy principle is used to stop the iteration in the presence of data noise. For the
iteratively regularized Gauss-Newton iteration convergence and convergence rates have
been proven in [1].

In our computations we prefer an inexact Gauss-Newton method: instead of solving
system (2.10) exactly, we use a Conjugate Gradient method to approximate the exact
solution. That means that ¢, x+1 = ¢, +11, Where v, denotes the 1" step of a Conjugate
Gradient method applied to the equation

(2.10)

(F, (cak) "y (cn) + aud) v = —F} (co)* (Fs, (Cat) — Us) + ki (2.11)

In the CG method the operator on the left-hand side has to be applied to functions v.
This means that we only have to calculate directional derivatives and hence it is not
necessary in the discretized version to compute and store the matrix corresponding to
the operator Fy (cnx)*Fy, (cnk)-

Since for the evaluation of F, F'h, F'*z we always have to solve a PDE, we intend
to use a limited number of CG-iterations to save computation time. Thus we propose
to keep the number of CG-iterations fixed (I = 10 suffices). Alternatively, we stop the
iteration if equation (2.11) is solved with a precision to 10% of the initial error. These
stopping criteria keep the computational effort moderate, however, since the equation is
not solved exactly the question of convergence of the algorithm arises. Practically, the
method shows convergence, and we expect that it could also be verified theoretically
from the following reasons: note that the first step in a CG-iteration for (2.11) is
identical to a steepest descent step for the Tikhonov functional. On the other hand, an
exact solution (i.e., lim;,, #;) of (2.11) is identical to one Gauss-Newton step for this
functional. Both iterations — steepest descent and iteratively regularized Gauss-Newton
— yield convergence under reasonable conditions, and our inexact iteration is somewhere
in between. Thus, we expect convergence also for the iteration with a fixed number of
CG-steps |.



2.3. Deformation method

We now turn to step 4 in our algorithm above: the transformation 7" is defined via the
deformation method. It provides direct control over the cell size. We briefly describe
the main ideas following [16]:

Given a positive monitoring function m(({,t) > 0 depending on the space variable
and time ¢, we want to construct a deformation function ¢(§,t) such that

det DY(,t) = m((E.t),1), E€Qt>0,
$(6,0) = Gunlé) £eq

In numerical computations for PDEs m usually describes the smoothness of the solu-
tions. If m is small — indicating lack of smoothness — then the volume of a grid element
will be small too. A necessary solvability condition for m is the normalization property:

/ﬂ (m(z,t) - 1) de=0 (2.13)

Although (2.12) is a highly nonlinear PDE there is an elegant algorithm to solve it

(cf. [2]).

First, we define a velocity field v((,t) by

(2.12)

o 1
divo(C,t) = “Gimcn  CE%t=0

(v(¢1),n(¢t)) = 0 Cedt>0,

here n((,t) denotes the unit outward normal to 9€). v may be calculated by the gradient
v = Vw of the solution of the Neumann problem (for fixed ¢ > 0)

0o 1

A = ——— Q
%w = 0, on 0f).

Note that the solvability condition of the Neumann problem is satisfied by the normal-
ization property (2.13). A function ¢(&,t) satisfying (2.12) is obtained as solution of
the system of ordinary differential equations (for fixed £ € Q)

d
ZOED) = (&), m(S(&:1).8), >0, (2.15)
#(&,0) = dmi(é)-

In our case, t plays the role of a homotopy parameter connecting the initial grid at
t = 0 with the final grid satisfying (2.12).
In each iteration in step 4 of our algorithm we compute the deformation function

Ony1 by

det Dy 41(£) = min(dn+1(€)) (2.16)
In our numerical realization we choose
C, 1
n = 1 n = Cn\ Py ) 2.17
Q) = g O = a6() 2.17)

6



B > 0 being a fixed parameter, and C,, such that the normalization property (2.13)
holds.

Since we are using the monitoring function (2.17) with this would require to invert
¢n. However, in [11] a variant of the above algorithm is described to circumvent this
inversion. The idea is to include the transformation function ¢, from the previous step
by defining

Pnt1(E) = dn(0(£,1))

with an unknown function o(§,1),t € [0, 1], such that (2.16) holds:

det Dér11(€) = det Dg,(o(€, 1)) det Do(£,1) = ma(da(o (€, 1))).

This yields an equation for o:

det Do(€,1) = my,(0(&,1)) (2.18)
i (6a(5))
n(8) = Gt Din(e)’

If we denote components of the deformation function in the n-th step by a,b, i.e.,

$n(§) = (a(§), b(¢)) and 1 (¢) = c(¢,"(C)), the chain rule yields (£ = (&, &2))
Chn

det D(a(€),b())(1 + BV (a(€))]2)?)
C,

(a§1b€2 - a§2b§1)2 + ﬁ((bﬁzcil - bﬁlcﬁz)Z + (aﬁl Cey — a&zcﬁl)Q))

We start with o(&,0) = id(§) = &€ and use the parameter ¢ € [0, 1] to connect o (&, 0)
with o(&,1). The function o(§,t) is chosen to solve

My, (f) =

M

1

_ 1 >
(1 =0 +taeEn

deto(&,t) =

te0,1]. (2.19)

This equation has the form (2.12) and can be solved as above ((2.14), (2.15)). Note
that by the choice how the right-hand side in (2.19) depends on ¢, w(z,t) in (2.14) will
not depend on ¢, and has to be solved only once in step 4.

3. Numerical realization

3.1. Approximation of the direct problem

For the numerical computations we restrict ourselves to the unit square in RZ2,
Q = [0,1]%. Our algorithm requires to solve equation (1.1) on Q with ¥ = 1 + 7.
In the weak formulation we have to find u € H;(f2) such that

(I+7)Vu, Vi) =(fv) VY€ Hy(Q), (3.1)



where (-, -) denotes the inner product on L?(Q). Since v = c¢(¢~') and since we want
to avoid inverting ¢, we transform the differential equation. In fact, if u = Fy(c) solves
(3.1), then @ := u o ¢ solves

(L+MVa, V) = ((fod)det Do) Vi € HY(R), (3.2)

with the matrix-valued function

M (&) = det Do(€)[Dp ()] [D(&)] " .

For a numerical computation we use Courant (i.e. piecewise linear and continuous)
elements for ¢ and for the transformation function ¢ on the same uniform grid. The
nodal points of the grid are given by

&j=(%), 4j=0,...,N, (3.3)

This yields N? small squares, which are again subdivided into two triangles by the
diagonal running from the lower left to the upper right corner. The 2N? triangle
elements are thus the triangles with corners

and gi,ja gi,j+1a §i+1,j+1 ) l:j = 0: R N-—1.

As usual the linear finite element basis functions ; ;(£) are first order polynomials on
each triangle and satisfy v; ; (k1) = 0i k0. i is supported on the at most 6 triangles
which have &; ; as corner.

Given ¢, ¢, then a numerical approximation %y of @ solving (3.2) is given as solution
of

((1+c)MViy, Vb ;) = ((fog)detDe,v;;) Vi,j=1,...,N—1,
1

N—
. . 3.4
iy = Y Uighij- (3.4)
ij=1
This system is equivalent to a numerical approximation of the original weak form (3.1)
on a transformed grid, i.e., the operator Fy(c) is approximated by

N-1
FY(o)=uy =Y Gi;(¢sjop ). (3.5)
ij=1
Since we only control the cell size of the transformed grid and not the shape, the
discretized equation (3.4) can be badly conditioned if the shape of the triangles on the
transformed grid become nearly degenerate. This can be avoided by subdividing these
degenerate triangles appropriately.

By our choice of ¢ and ¢, the Jacobian matrix D¢ and V1); ; are constant on each
triangle, and c is a first order polynomial on each element, thus the integrals on the
left-hand side of (3.4) can be evaluated exactly. For the right-hand side we calculate
the values f o ¢ at the nodal points and then interpolate this function linearly on each
triangle to evaluate the integral. By this procedure we obtain a (N — 1)? x (N — 1)?
linear system

Alc,¢)i = f (3.6)
where 4 is a vector with entries 4, , 4,5 = 1,...,N — 1, A(c, ¢) is a sparse, band
limited matrix with 6 nonzero off-diagonals, and f is a load vector with entries
((foo)detDg,;;), i,j =1,...,N — 1. Equation (3.6) is solved using MATLAB’s
PCG-method.



3.2. Realization of the regularization method

For the computation of the regularized solutions (cf. (2.8), (2.9), (2.11)) we have to
replace the operator Fy, (cpx) by Fjl (cnk) (see (3.5)).

The effort for computing the derivative and its adjoint into one direction is of the
same order as one evaluation of F (¢, ). In fact, for a calculation of uy = FY (cnx)
we have to solve the equation (see (3.5), (3.6))

ACnpy $n)@ = f

once, and for the derivative wy := (F})'(cpp)h = S1y_) Wi (10 ¢™") we additionally
have to solve
A(Cn,lca d)n)’u_j = _A(h - 1; ¢n)ﬁ

Note that we are only interested in elements h in the discretized space

N-1
XN = { Z hi,j"pi,j : hi,j € R} C H& .

ij=1

The adjoint of the operator (Fj')(cyx) : Xy — L? applied to some element
z =14 zi;(1ij0¢ ) is given by the solution of

<V((ng),(cn,k)*2), vdjl,j > = _< Vﬂ’TMVﬁ: ¢i,j > 3 \Vll,j = ]-7 teey N -1 ;
in Xy, where n = Z” 1 Mij¥i; solves

Alenp, ¢)i7=GZ

with the Gramian matrix

Gigyk) = (Wi det Do,y ) - (3.7)

Note that ¢, ; has to satisfy 71 < 1+ ¢, < 2. Therefore, we project ¢, onto this
convex set, in each iteration step if necessary.

In our regularization methods we have two iteration loops: the index n corresponds to
the update of the grid and the iteration indexed by k corresponds to the regularization
step. An obvious improvement of the algorithm can be expected by including the
information of the regularization iteration into the regridding step and combining these
two iterations into one:

So instead of finishing the iteration with respect to & until the stopping rule is satisfied,
we perform at most kg steps, where kg is a small fixed number. This means that even
if the stopping rule is not yet satisfied after ky steps, we perform a regridding step and
set Cp11,0 = Cnko- The numerical results indicate that this mixed iteration converges.

3.2.1. Realization of the deformation method

For the computation of the grid update ¢,1(§) = ¢,(0(&,1)) we have to solve a Neu-
mann problem for the Poisson equation (2.14) once and the system of ordinary differ-
ential equation (2.15). To do this we first of all compute the monitoring function m,,,
which is piecewise constant on each triangle element. Note that the Poisson equation

9



is defined on a uniform grid, it is again solved by MATLAB’s PCG-algorithm. m,, is
scaled by taking C, as [om, ' (£)d¢ such that the solvability condition (2.13) holds.
This integral can be evaluated exactly, because m,, is piecewise constant.

The system of ordinary differential equations is solved by the classical fourth-order
Runge-Kutta method. Since the right-hand side of (2.15) is piecwise constant on the
triangles we use bilinear interpolation to obtain a continuous function.

Note that ¢, has to map the boundary of €2 onto itself. This is achieved by keeping
¢, fixed at the corner points of the unit square. Moreover, the first component of ¢
is not changed at the lines y = 0 and y = 1, and vice versa the second component at
z=0and z =1.

Since, due to discretization, it may happen that the function o has a negative deter-
minant, we also include a smoothing step then by setting the values of o at the corner
points & ; to the mean value of neighboring nodal points. However, it turned out in
our computations that such a smoothing step is rarely necessary as long as 3 is not too
large. For large values of 5 a smaller stepsize in the Runge-Kutta method was sufficient
to guarantee the positivity of the determinant.

If the grid is updated, i.e., a new transformation function ¢, is computed we also
have to recalculate several vectors and matrices depending on the grid. In fact, we have
to compute the Gramian matrix (3.7), and the load vector f (3.6). The stiffness matrix
A(cpk, ¢n) has to be updated in every step, too.

4. Numerical results

For the numerical experiments we used f(z,y) = sin(27x) cos(my) as right-hand side in

(1.1).

The following examples were considered:

Example 4.1. Circle: v =1+ 2XB, 55 0.45(0.3)

z—0

Example 4.2. Ramp: y(z,y) =142 0_3'525X{(z,y)|o.255z50.6,0.25y§0.8}
Example 4.3. Moon: y=1+ 2(X30_55,0_5(0.3)(1 — XBO_4,0_5(0.25)))

Example 4.4. Circle and rectangle:
y=1+ 2(X30.35,0.65(0-15) * X{(z9)/0.1<z—y<0.6,0.7<z+y<1.1}

(Buo,yo (1) denotes the circle with midpoint at (zo, o) and radius 7).

For all examples the data points were first computed using a fine uniform grid with
N =120 and then contaminated by random noise. This grid is much finer than the one
used to calculate the regularized solutions (usually N = 40). By this we avoid so-called
inverse crimes, namely to use the same setup for the calculation of the simulated data
and the regularization itself.

Since all matrices in our above algorithm are sparse we need a storage effort of order
O(N?). This shows the advantage of using a CG-method for the iteratively regularized
Gauss-Newton iteration, since the full matrix in (2.11) has O(N*) entries.

10
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Figure 4.1: Error reduction vs. itera- Figure 4.2: error reduction vs. itera-
tion: minimal error method tion: steepest descent method

Viewing computational time, the most expensive step is to solve equation (3.6). Ba-
sically, the PCG-algorithm needs cond? loge ! iterations to obtain an error reduction
of €. Here cond is the condition number of the preconditionend stiffnessmatrix A(c, @).
Each iteration needs a complexity of O(N?) flops. Note that it is not necessary to solve
the equation to a precision which is below the data noise.

We emphasize that the regridding step is not very expensive at all. In fact it requires
to solve one PDE and the Runge-Kutta step. After all, its complexity is about of the
same order as one function evaluation of F}) (¢, ).

We first report about the differences of the iteration methods we used. Figures 4.1,
4.2 show the relative L2-error % versus the iteration number for the minimal
error method and the steepest descent method for Example 4.1 with discretization
N = 40 and unperturbed data. Here every step of the form (2.8) is counted as one
iteration. Hence if the grid is updated after ky steps of (2.8) the total iteration number
is Ny = (n — 1)ko + k in the previous notation.

We chose different, intervalls for the grid update step. The dotted line indicates a
grid update in every second step, i.e., cp41,0 = ¢p2. The full lines correspond to a grid
update in every 5-th step and the dashed lines to one in every 10-th step.

The two iteration methods show a different behavior: the error reduction for the
minimal error method is not as smooth as for the steepest descent method. Moreover,
the former exhibits a stronger dependence on the choice of the grid update intervalls
ko, whereas the latter is quite insensitive to it. In fact, for the minimal error method we
found the best results for £y = 10. However, the minimal error method performs better
with respect to the required CPU-time. For an error reduction of 70% the steepest
descent method needed more than three times the CPU-time for the minimal error
method.

The inexact iteratively regularized Gauss Newton iteration yields the best results. It
is quite insensitive to the choice of ky as the steepest descent method and performs
better with respect to the CPU-time than the minimal error method.

Figures 4.3 - 4.6 show the results for our examples with exact and noisy data (5%
noise). We used N = 40, 5 = 10 and the inexact iteratively regularized Gauss-Newton
method (2.11) with axy1 = 0.9a%. A grid update was done in every second step (i.e.,
ko = 2). For exact data the iteration was stopped at oy = 107! and for noisy data we
used the discrepancy principle as stopping rule.
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The results show that we can identify the location of discontinuities quite well. Obvi-
ously, for noisy data the resolution is not so sharp than for exact ones. Note that even
for exact data we have noise due to discretization. The second example exhibits that
our algorithm does not suffer from the staircasing effect of several BV-regularizations.
We observed that it is difficult to identify 7 in regions where the gradient of v vanishes
or is small. This effect can be expected, since v is not identifable at points where
Vu = 0.

Moreover, for exact data, the results for v show a rather low dependence on the choice
of the parameter S and the number of regridding steps. There seems to be a broad
region of values of § yielding similar results. For noisy data we obtained slightly better
results with respect to the resolution of discontinuites with larger values of # and more
regridding steps.

The choice of the method for solving the ordinary differential equation (2.15) is quite
important. We additionally tried to use an explicit Euler method instead of the Runge-
Kutta with unsatisfactory results. Using a method with lower order often yields negative
determinants and requires smoothing steps of the grid, which makes the resolution of
discontinuities not so sharp.

Finally, we want to mention that our regularization algorithm is less dependent on
the choice of the size of the initial grid, since we are using a variable grid that is adapted
to the solution. A comparison of our results with numerical computations where the
gridsize was chosen N = 100 instead of N = 40 showed practically no improvement for
Examples 4.1 — 4.3. It is obvious that the possibility to choose a coarser grid saves a
lot of computation time. In Example 4.4 two disjoint regions of discontinuity have to
be identified. For a good resolution more grid lines are needed for the gap between the
two regions. Hence, the result was slightly better for the finer grid.
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Figure 4.4: Reconstruction for Example 4.2 for exact data and below for 5% noise
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Figure 4.6: Reconstruction for Example 4.4 for exact data and below for 5% noise
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